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1 Introduction 
 
Computer graphics has be successfully applied to 
architecture design. There is more demand to new 
applications. One of them, to be addressed in this work, is 
the code checking and visualization of the checking 
results. 

The architecture industries are facing more and more 
regulations and codes of practice [7, 8]. Each year, 
governments spend a huge amount of manpower into 
building plan approval. This process can be greatly 
improved if automatic checking and visualization tools are 
provided.  

Existing work includes [1, 2, 3, 5, 6]. The major 
problem is that they depend on a specific data format, in 
particular, lacking of the semantics for a more general 
code checking. The results are not visualized in 3D 
directly. 

In this poster, we report a novel solution. The major 
contribution is to define and use a general framework, 
referred to as Code Checking Object Model (CCOM). 
Algorithms are devised to extract the semantics 
information such as the relationships and the behaviors of 
the building elements from the CAD data in the standard 
IFC format [4]. The extraction results of the semantics 
information are represented in CCOM. For code checking, 
the CCOM data are used directly for each rule. The 
checking can be submitted via internet and the results will 
be visualized in the web browser. Our solution has been 
implemented in FORNAX, a product of NovaCITYNETS, 
http://www.novacitynets.com. 
 
2 CCOM 
 
CCOM is a hierarchical object model: An object is either 
a container or an element. A container contains both the 
element and aggregation. An element is the basic 
component consisting of the attribute list and geometry of 
the building element. An aggregation represents the 
semantics information using different data structures.  
They are selected according to the nature of the semantics 
information. For example, for a living room and windows, 
the semantics is “belongs to” and tree is most suitable. 

To extract the semantics information, more than one 
CAD models are usually involved. For example, for the 
code checking, a kitchen model has distinct characteristics 
that are related to specific checking rules: it should have 
higher fire rating than other space, independent smoke 
control system, etc. Thus, all the related CAD models 
need to be traversed and checked.  

The typical semantics information includes spatial, 
network, and design constraints. Spatial information in 
CCOM describes the building object location relatives to 
others. For example, a discharge stack in the sewerage 
system is defined by series of connected pipes of the same 
size and in vertical alignment. Network information 
allows to finding connections and accessing path from one 
location to another. For example, a group of rooms can be 
networked by walking path or water pipes. Design 
constraints define the constraints of a group of elements. 
For example, a constraint may exist between the size of 
the space and thickness of the wall. 

Geometric operations are applied in the extraction 
process. They are implemented in ACIS. For example, the 
spatial operations of the objects include contain, intersect 
and surround. Such information is useful when we need to 
determine whether a certain service system can serve a 
particular space. It is checked to see if the space contains 
at least one of the terminals. For a building model, the 
checking is often required against set of spaces that is 
typically defined as zone. In this case, we need to derive 
all the spaces of the zone from the CAD models and fuse 
them together to form a zone before the spatial operations 
like contain can be applied. 

The checking results are visualized. OpenGL is used 
in the implementation. The design components failed to 
pass the code checking are highlighted in the 3D model 
directly. 
 
3 Results 
 
First, we use a real clause. In the Code of Practice from 
FSB, Chapter 29, clause 2.2.2, each space should be 
within 38 meters from landing valves. The clause is 
described as “The number and distribution of rising mains 
shall be such that all parts of the floor not more than 24m 
above the ground level is within 38m from landing valves. 



 

The distance should be measured along a route suitable to 
hose lines, including distance any up or down stairway.” 
The process of code checking based on the CCOM is 
summarized as follows: 

 
Storey = Building.getAllStorey( ) 
For each Storey 

Space = Storey.getAllSpace( ) 
LandingValve = Storey.getAllLandingValve( ) 
For each Space 

RemotePoint = Space.getRemotePoint( ) 
For each LandingValve 

TravelDistance =  
Storey.computeTravelDistance(RemotePoint, Landing-
Valve) 
If TravelDistance < 38m 

Space passed code checking 
Space code checking fail 
 
The checking result is shown in Figure 1. The 

highlighted space is failed because it is too far away from 
a landing valve. 

 
Figure 1. Visualization of the code checking result using 
the Code of Practice from FSB, Chapter 29, clause 2.2.2 

 
Note that in the example, only the CCOM objects 

Building, Storey, and Space can hold and access the 
semantics information. Four more examples of code 
compliance checking and visualization results are shown 
in Figure 2.  
 

 
(a) Code compliance checking for the rule that each space 

should be within 10 meters from at least one exit 
 

 
(b) Code compliance checking for the rule that the 

boundary wall height must be within 12m 
 

 
(c) Code compliance checking for the rule that each 

apartment has at least one connection to the water tank on 
the roof 

 
Figure 2. Examples of code compliance checking and 

visualization of the results 
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